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# **Введение**

В данной работе рассматриваются различные решеточные алгоритмы. Описанные алгоритмы работают за полиномиальное время позволяют решать различные задачи, например проблему эквивалентности (образуют ли два базиса одинаковую решетку) или проблему включения (включение вектора в решетку). Для решения многих таких задач применяется Эрмитова нормальная форма. Эрмитова нормальная форма также используется при решении задач общей алгебры, линейного программирования, криптографии и может быть использована для решения систем линейных диофантовых уравнений.

Также в данной работе рассматривается проблема ближайшего вектора (ПБВ), для ее решения рассматриваются такие алгоритмы, как Жадный метод: Алгоритм ближайшей плоскости Бабая, который работает за полиномиальное время и решает ПБВ за полиномиальное время, но дает только приближенные решения, и метод Ветвей и Границ: алгоритм перечисления, который точно решает ПБВ, но работает за суперэкспоненциальное время

# **Постановка задачи**

После перевода и анализа предложенной статьи необходимо запрограммировать изученные алгоритмы и решить перечисленные проблемы. Для программирования алгоритмов был выбран язык Python версии 3.9.2. Плюсом языка Python является библиотека Numpy, которую мы будем использовать для работы с матрицами и векторами. Для проверки нахождения ЭНФ можно воспользоваться сайтом WolframAlpha, а также написать собственный модуль для облегчения проверки (чтобы не вводить каждый раз матрицу на сайте), используя API WolframAlpha, который будет отсылать матрицу и принимать ее ЭНФ.

Выделим 3 основных этапа:

1. Программирование алгоритма для вычисления ЭНФ
2. Программирование двух алгоритмов для решения проблемы ближайшего вектор
3. Применение данных алгоритмов

Разберем каждый этап.

# **Разбор алгоритмов и написанной программы**

При программировании функций для ЭНФ использовалась данная структура хранения матриц:
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## Определение Эрмитовой нормальной формы

*Невырожденная матрица* **B** = [**b**1*, ...,* **b***n*] ∈ *m*×*n* является Эрмитовой нормальной формой (ЭНФ), если

* Существует 1 ≤ *i*1 *< ... < ih* ≤ *m такое, что bi,j* ≠ 0 ⇒ (*j < h*) ∧ (*i* ≥ *ij*) *(строго убывающая высота столбца).*
* *Для всех , т.е. все элементы в строках ij приведены по модулю .*

## Алгоритм для матриц с полным рангом строки

Дана матрица . Предположим, что у нас есть процедура AddColumn, которая работает за полиномиальное время и принимает на вход квадратную невырожденную ЭНФ матрицы и вектор **b**, а возвращает ЭНФ матрицы [**H|b**]. ЭНФ от **B** может быть вычислена следующим образом:

1. Применить алгоритм Грама-Шмидта к столбцам **B**, чтобы найти *m* линейно независимых столбцов. Пусть **B’** – матрица размера , заданная этими столбцами.
2. Вычислить *d*=det(**B’**), используя алгоритм Грама-Шмидта или любую другую процедуру с полиномиальным временем. Пусть будет диагональной матрицей с *d* на диагонали.
3. Для *i*=1,…,*n* пусть результат применения AddColumn ко входу .
4. Вернуть .

Разберем подпункты:

1. Необходимо найти линейно независимые столбцы матрицы. Их количество всегда будет равно m, т.к. наша матрица полного ранга строки, а значит матрица, состоящая из этих столбцов, будет размера m x m. Для нахождения этих строк можно использовать алгоритм Грама-Шмитда: если = 0, то i-ая строка является линейной комбинацией других строк, и ее необходимо выбросить. Мы будем использовать модуль Sympy языка Python и его функцию rref (row reduced echeleon form) для получения индексов линейно независимых столбцов и составления матрицы из них. Полученная матрица будет названа **B**’
2. Для вычисления det напишем функцию det\_by\_gram\_schmidt, которая принимает на вход матрицу и вычисляет det по формуле - сумма произведений мод всех элементов, полученных после применения ортогонализации Грама-Шмидта. Матрица будет единичной матрицей размера m x m, умноженной на определитель. В результате все диагональные элементы будут равны d
3. Применяем функцию AddColumn к и первому столбцу матрицы **B -** , получаем , повторяем всеми столбцами, получаем
4. является ЭНФ(**B**)

Алгоритм AddColumn на вход принимает квадратную невырожденную ЭНФ матрицы и вектор и работает следующим образом. Если m = 0, то тут ничего не надо делать, и мы можем сразу выйти с возвращением **H**. В другом случае, пусть и и дальше:

1. Вычислить и целые x,y такие, что , используя расширенный НОД алгоритм.
2. Применить унимодулярное преобразование к первому столбцу из **H** и **b** чтобы получить
3. Добавить соответствующий вектор из к **b**’’, чтобы сократить его элементы по модулю диагональных элементов из **H’**.
4. Рекурсивно вызвать AddColumn на вход **H**’ и **b**’’ чтобы получить матрицу **H’’.**
5. Добавить соответствующий вектор из к **h**’ чтобы сократить его элементы по модулю диагональных элементов из **H’’**.
6. Вернуть

Разберем подпункты:

1. Функция gcd\_extended принимает a, b, вычисляет наибольший общий делитель и целые x, y такие, что xa + yb = g
2. Составляем матрицу и умножаем ее на матрицу, составленную из первого столбца **H** и столбца **b,** чтобы получить
3. Функция reduce принимает на вход матрицуи вектор, получает необходимый вектор из решетки от матрицы на входе, чтобы сократить элементы вектора по модулю диагональных элементов из матрицы. Применяем функцию reduce к **H**’ и **b**’’
4. Рекурсивно вызываем AddColumn, на вход отправляем **H**’ и **b**’’, получаем матрицу **H’’**.
5. Вызываем функцию reduce к **H**’’ и **h**’
6. Составляем необходимую матрица и возвращаем

Полученный код на Python:

def HNF\_full\_row\_rank(matrix):  # Hermite Normal Form of full rank matrix

    m = matrix.shape[0]

    n = matrix.shape[1]

    # inds - indexes of linear independent columns

    # number of such rows is equal to m, so B\_stroke always m x m

    temp, inds = sympy.Matrix(matrix).rref()

    B\_stroke = []

    for i in inds:

        B\_stroke.append(matrix.T[i])

    B\_stroke = (np.array(B\_stroke)).T

    det = round(det\_by\_gram\_schmidt(B\_stroke))

    H = np.eye(m, dtype=int) \* det

    for i in range(n):

        H = add\_column(H, matrix.T[i])

    num\_of\_additional\_zero\_vectors = n - m

    zero\_vector = np.array([np.zeros(m, dtype=int)])

    for i in range(num\_of\_additional\_zero\_vectors):

        H = np.append(H.T, zero\_vector, axis=0).T

    return H

def add\_column(H, b\_column):

    if (H.shape[1] == 0):

        return H

    a = H[0, 0]

    h = H[1:, 0]

    H\_stroke = H[1:, 1:]

    b = b\_column[0]

    b\_stroke = b\_column[1:]

    g, x, y = gcd\_extended(a, b)

    U = np.array([[x, -b / g], [y, a / g]])

    first\_column = np.append(np.array(a), h)

    second\_column = np.append(np.array(b), b\_stroke)

    temp\_matrix = np.array([first\_column, second\_column]).T

    temp\_result = np.dot(temp\_matrix, U)

    h\_stroke = temp\_result.T[0, 1:]

    b\_double\_stroke = temp\_result.T[1, 1:]

    b\_double\_stroke = reduce(b\_double\_stroke, H\_stroke)

    H\_double\_stroke = add\_column(H\_stroke, b\_double\_stroke)

    h\_stroke = reduce(h\_stroke, H\_double\_stroke)

    length\_of\_zeros = H\_double\_stroke.shape[0]

    result = np.array(np.append(np.array([np.append(np.array(g), np.zeros(length\_of\_zeros, dtype=int))]), np.append(

        np.array([h\_stroke]), H\_double\_stroke.T, axis=0).T, axis=0), dtype=int)

    return result

def det\_by\_gram\_schmidt(matrix):

    result = 1

    matrix = gram\_schmidt(matrix.T)

    for v in matrix:

        result \*= norm(v)

    return result

def gcd\_extended(a, b):

    if a == 0:

        return b, 0, 1

    gcd, x1, y1 = gcd\_extended(b % a, a)

    x = y1 - (b//a) \* x1

    y = x1

    return gcd, x, y

def reduce(vector, matrix):

    for i in range(vector.shape[0]):

        while(vector[i] < 0):

            vector += matrix.T[i]

        while(vector[i] >= matrix[i, i]):

            vector -= matrix.T[i]

    return vector

## Алгоритм для общего случая

1. Запустить процесс ортогонализации Грамма-Шмидта к строкам из **B,** и пусть – это множество индексов, такое, что . Определим операцию проецирования . Заметим, что строки линейно независимы и любая другая строка может быть выражена как линейная комбинация предыдущих строк Следовательно, однозначна, когда ограничена к , и ее инверсия может быть легко вычислена, используя коэффициенты Грама-Шмидта .
2. Определить новую матрицу **B’**=, которая полного ранга, и запустить алгоритм, данный в предыдущем пункте, чтобы найти ЭНФ **B**’’ от **B’.**
3. Применить функцию обратную операции проецирования, , к ЭНФ, определенной в предыдущем шаге(**B’’**), к данной матрице **H**. Легко заметить, что входят в ЭНФ. Следовательно, **H** является ЭНФ **B**.

Алгоритм прост, но вызывает вопрос функция проецирования и обратная к ней. Функция projection получает с помощью функции rref модуля Sympy индекс линейно независимых строк и на их основе строит новую матрицу, после чего к этой матрице применяется алгоритм для нахождения ЭНФ, данный в прошлом разделе (т.к. полученная матрица полного ранга). Далее нам нужно восстановить удаленные строки. Т.к. они являются линейной комбинацией линейно независимых строк, то мы можем найти коэффициенты, на которые нужно умножить строки из матрицы **B**’ и после чего сложить их, чтобы получить нужную строку, которую необходимо добавить к **B**’.

Полученный код на Python:

def HNF(matrix):

    m = matrix.shape[0]

    n = matrix.shape[1]

    B\_stroke = projection(matrix)

    B\_double\_stroke = HNF\_full\_row\_rank(B\_stroke)

    result = inverse\_projection(B\_double\_stroke, matrix)

    return result

def projection(matrix):

    # inds - indexes of linear independent rows

    temp, inds = sympy.Matrix(matrix.T).rref()

    result = []

    for i in inds:

        result.append(matrix[i])

    result = np.array(result)

    return result

def inverse\_projection(HNF, matrix):

    # inds - indexes of linear independent rows

    temp, inds = sympy.Matrix(matrix.T).rref()

    basis = HNF

    independent\_vectors = []

    for i in inds:

        independent\_vectors.append(matrix[i])

    independent\_vectors = np.array(independent\_vectors)

    for i in range(matrix.shape[0]):

        if i not in inds:

            x = np.linalg.solve(independent\_vectors.T, matrix[i])

            result = np.zeros\_like(x)

            for j in range(HNF.shape[0]):

                result += HNF[j] \* x[j]

            result = np.array([result])

            basis = np.append(basis, result, axis=0)

    return basis

## Проверка с помощью WolframAlpha

WolframAlpha – мощный инструмент, в котором есть огромный набор вычислительных алгоритмов, в том числе и вычисление ЭНФ. Для языка Python существует модуль wolframalpha, который позволяет пользоваться алгоритмами в нашем коде.
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WolframAlpha использует другое представление матриц, поэтому для проверки необходимо отправлять транспонированную матрицу, для этого у модуля Numpy есть свойство T. Также WolframAlpha вычисляет верхнетреугольное представление ЭНФ, поэтому для проверки нужно транспонировать ЭНФ найденное нами.

Функция проверки принимает массив и возвращает строку с найденной ЭНФ.

Полный под на Python:

import wolframalpha

def get\_HNF\_from\_wolfram\_alpha(matrix):

    app\_id = '55HY54-H7V5VVRTGY'

    client = wolframalpha.Client(app\_id)

    query = "HermiteDecomposition[{{"

    for i in range(matrix.shape[0]):

        for j in range(matrix.shape[1]):

            if (j == matrix.shape[1] - 1):

                query += str(matrix[i, j])

            else:

                query += str(matrix[i, j]) + ", "

        if (i == matrix.shape[0] - 1):

            query += "}}]"

        else:

            query += "}, {"

    res = client.query(query)

    answer = next(res.results).text

    answer = str(answer)

    index = answer.find("H =")

    result = answer[index:]

    result = result.replace("H = ", "")

    result = result.replace("(", "")

    result = result.replace(")", "")

    return result

## Решение некоторых задач

Для проверки будем пользоваться верхнетреугольным определением ЭНФ.

**Основная проблема** Дано множество рациональных векторов **B**, мы хотим вычислить базис для решетки .

Эта проблема мгновенно решается (за полиномиальное время) путем вычисления ЭНФ(**B**).

Пример: Дан массив B, найдем ЭНФ и сверим с WolframAlpha
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**Проблема эквивалентности** Даны для базиса **B** и **B’**, мы хотим определить, образуют ли они одинаковую решетку

Эта проблема может решена за полиномиальное время, путем вычисления **H** = ЭНФ(**B**) и **H**’ = ЭНФ(**B**’), и проверки равенства **H** и **H**’.

Пример:
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**Объединение решеток** Даны два базиса **B** и **B**’, мы хотим определить базис для наименьшей решетки, включающей и , и .

Легко увидеть, что эта решетка сгенерирована от [**B** | **B**’], значит базис для решетки может быть легко вычислен, как ЭНФ([**B** | **B**’]).

Пример:
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**Проблема содержания** Даны два базиса **B** и **B**’, мы хотим определить верно ли, что подрешетка , т.е., .

Эта проблема легко сводится к проблеме объединения и равенства: тогда и только тогда, когда . Итого, чтобы проверить включение нам нужно только вычислить ЭНФ([**B | B**’]) и ЭНФ(**B**) и проверить эквивалентность базисов ЭНФ.

Пример:
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**Проблема включения** Дана решетка **B** и вектор **v**, мы хотим определить верно ли, что .

Это немедленно сводится к проблеме содержания путем проверки верно ли, что . Если нам нужно проверить включение для множества векторов тогда удобно сперва вычислить **H** = ЭНФ(**B**), и потом для каждого *i* проверять **H** = ЭНФ([**H |** ]). Заметим, что ЭНФ([**H |** ]) может быть легко вычислена намного быстрее, чем ЭНФ для матричного вычисления, потому что большинство матриц уже являются Эрмитовой Нормальной Формой.

Пример:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKIAAADvCAYAAABxNA+pAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABDWSURBVHhe7Z1PaB1VG8bP90njQovQFjWhhoJpNzHVldBtKZQgJeCq0IqLbuym3SiILvJ1IRFcKUjcZCFa6EqQIm5CcVWhUNAmrkqhaIlBYhdKN+2iH7/jnOv0Zu78u+fMnJn7/GBI7syduTe5z33f8+c57/xndnb2sRGiZQqF+Oqrr5p3333XPPPMM8keY+7cuWPee++95JEQ4/Pf5Gch3377rXnzzTfNpUuXzIsvvmjefvvt5IgQ41NaiI6ff/7ZbG9vm+np6WSPEONTWYik6n379pmNjY1kjxDjU6uNeOPGDfPxxx8nj7LJOg/++OMP89FHH5nffvst2SNEBSGur6+bL7/80rz00kvmww8/NH///bc6LMIblVMzkezHH380e/futaIcBQL+6quvzDfffPPE9sUXX+SeJyaT2hHx7t27helZiLJoHFFEQaEQhWiCym1EIUIgIYookBBFFEiIIgokRBEFEqKIgtLDN5988ol5+eWX7e/D88V5x/rM8BgrVjkG/UV1Kgnxzz//zJxNyTuWh/sgHzx44EW8btbn+eeft499DLynv2SQJTb3ukx9Soj1aC01Y6xFhL/++muyZ3wuXLhgzRhpA+/777+fHK0HQuZ6bGtra+bEiRPmjTfeSI4KX7QiRCLhK6+8Yj744AMrHB8gDoT3ww8/2McYeH/55Rdz6NAhbyaLe/fumYcPHyaPhE9aESIiIdL4bEceOHDApvhbt27Zx0Tc119/3bbfMPL64LXXXjOPHj0avIbwR+96zceOHTNXrlyxKZRUSgQ7ePBgcrQ6RFOsa1jYlpaWbDtwEjpiTdMrIdJJOXXqlFlZWTFvvfVWsveflFoXRPfOO+/YNuLFixet0Mdtd4rd9EaIOzs7NjUTDUn9QLomld6/f98+HhdEiQ9z//79yR7hi94IkXYbQiQikk7ZiF4Ix1cqpZM1Pz9vNjc3kz3CF60IMd3uokNBSv3000/HWkaA2BiLBK7FNq6LPP0+2ZaXlwdOdeGXVge0+wKC1YD2ePSu1yy6SSUhkkZHrcTLO9ZXaDOyUpFmgJtWFPXQmhURBUrNIgokRBEFEqKIAi9txLRnT8bYf4Zv8o6J3XiLiFQIYz6WedkyIsS2xXScGyz2VfjT9WR99t5HXZOpROa0mYPmC5gm75jYTSupmQ/z5MmT9sNFvESLxcXFsQ2nIcy2Ia4pdtOKEImYuKm/++47+/inn36y5gRMCnUhavk224a4psimN52VEGbbENcU2UQhxLNnz1rnzLVr15I9YtJoXYiYTFlrsrq62lrkGe440XYlLYvmaFWIiJB1IGkzaxvQVj19+vRgtR693TbfzyTSmhCdCIk+rtMiJpdWhEjaw+k8NTVlzp07N0iJ44z9cR7ncx1fZtsQ1xTZeJtZkTE22xibd0z8SxS9ZiG8CVHG2CeNsXnHxG5kjBVRoNQsokBCFFEgIYookBBFFEiIIgokRBEFhULEoTzsRsnaJ8Q4FAoR9zRgUHBMT0+b7e1tOVSENwqFiNioRY1lHpg1mZmZGdSqHoWbWXCGBrfJMCCyKDWzgnEUn95nn31mywCz8Amjgyz0whelhJh2kJCWochpQ0RMr+t1TNK6Z1Ge0nPNGFmffvpp8+yzz5qvv/5a7UPhldLDN99//72Zm5uzv0uEwjdy34go0IC2iAIJUUSBhCiiQEIUUSAhiiiQEEUUlB6+yasK22TF2OEZG1Vp7QeVImJeVdhRx5z5oarZYdR5DKarSmv/CJqa61ZbVZXWySOYEIlodaqt1j1PdJtgQiRN1qm2Wvc80W3UaxZRICGKKJAQRRRIiCIKggmRsT/GAFkwVaXaat3zRLepNLMyqipsGxVjEaWqtPYHpWYRBZWEmFcVtqmKsW7qT1Va+4XWrIgoUGoWUSAhiijwJkR6zrhmhKiDIqKIgkIhup4oPWK3Ef2E8EnpiIjtHgf2pUuX7G1tlYaFTyqnZvyCFOl0VcFGkVVVNmufEFBZiIho3759ZmNjI9mTjSrNiiqUFuLS0pJtHy4vL5vbt28X3mMZsanSrChL5TYiK+QOHTpUqsNC1CR6Iq6jR4/afbdu3bI/R4GAWYnHa6W3rJWDoj9UTs2IAVfL3r17CyMUonv06JFNzwsLC2Zra6tQTIqIk0llISKGY8eOmbt37xaKiuM8jwi6f/9+W+yzCEXEyaRyGxFnC8s8y3oPVWlWlMGb+4Y24+bmpoyoohaVU7MQIZAQRRTIGCuiQBFRRIGEKKJAQhRR0LmKsX2HmaVJrHrb6gJ7909/8OCBF/Ey68PCereU9M6dO7bE3Tikv2TgSxhFf7v7WyalSEBrqTlEVdgLFy7YWR+mBJ2Bl5tZjgNCdtOMa2tr5sSJE/a2weMQ4m/vOq0IkWjguyos4kB4zmbmbGjMc/syS9y7d888fPgweVSPEH97H2hFiIjEd1XYAwcO2DTnbGZEHapP0NbCiuYDXES4iYqsbHmE+Nv7QO96zTiDrly5YlMoqZQIxl3360I0xYKG4QPjB202icg/vRIinZRTp06ZlZUVayVzkFLrguiwoNFGxBSM0Mdtd4rd9EaIOzs7NjUTDZ3djHRNKr1//759PC6IEn8l3krhl94IkXYbQiQikk7Zyhp4y0JHY35+3trdhF9aEWK63eWrKixiYzwOuBYbIhyneGj6fbKxcGx9fX2scb0Qf3sfaHVAW4wGUWpAW4iGqSTEGCrG9h3aoaxiJF1PUtVbGWNFFCg1iyiQEEUUSIgiCry0EdOePRljx8P5FLOMsXnHuo63iHjjxo1KpUGwbTEd5waLccv4wPU6ffbem7wm05PMkzOvzZc6Td6xrtNKauYff/LkSftBIF6+2YuLi1EaTrtyza7TihCJmLipXY1FinpiTsCkUBcijG/DaVeu2Qd601kJYTjtyjX7QBRCPHv2rHXOXLt2LdkjJo3WhYjJlLUmq6urrUWJ4Y4TbVdSqGiOVoWICFkHkjaztgFt1dOnTw9W69EzbfP9TCKtCdGJkOhTVBhe9J9WhEjaw+k8NTVlzp07N0iJ44zTcR7ncx1fhtOuXLMPeJtZkTHWL4hylDE271hXiaLXLIQ3IcoY6weaLbSbs4yxece6joyxIgqUmkUUSIgiCiREEQVRCBFbVNlODg12nqspuH5RKEREMjz36va5OVrGER1pUTF7Qk86vQ0XMOIaVO66evVqqblmpt6o4HD+/Hn1znvE2BERHyF3Kh0VoSgf7OZw2dKD3giJWjUU1Kwyzcc18PKdOXMm2SO6zthCpP4gsyo4rKty/Phx+/Py5cv2J+RF4PQ+KsMePnxYKboneGkjXr9+3ZZqq5oqcSoPV+vCrQ0YIhzT09Nme3v7CUdM+l7QovuUEiKrxqiE5dp5VE5N4wphugiXhtV96TYi0Q0QLSn9999/t48diI1UjUiB583MzAxqYzsQL+kZkRZB1CSipt8Hm2aB4qGUEHFPU6XftfNY7DQMQjly5Ejy6F+G24hukp661m5Z5DAbGxv2OAI6evSo3ZdVt5omQZmimYhbNyOPGy+pGRAKEY4q/mWgiisCzyKddhcWFszW1lamYBAhYixCETF+vAkRody8edPMzs4me/LJS60co+2IqBEbd8EfZlRqz0IRMX68CRHoaGB2LQslgDHIZvV8Ed/c3Jz9Pd1JcZCy9+zZM+jciG7TqvuGqIbBs06JYZlx+8VTzz333P+S3xvnr7/+Mo8fP7a9bcYjb9++nRzJh9mZF154wXz++ef2GqL7eE3NdWBGhQLp7m4ARZDGaTu2ufxU+EfGWBEFrUdEIUBCFFEgIYooKN1GzKsK2+eKsXSO+lqlNSYqCXHUuF3eMfdBMp1XVqBufNEtmWS+mlJuRYQ8zz1nUu4E1TRBUzNOmzqVUSniyfQf03CYLagWNuzszqLp84Q/ggmRSFinMipLBxCCs305Wxhjh3njjE2fJ/wSTIh8oHUqo1K+mDTubF9EVapI0EbDGjaKps8Tfom218y9llmYxcKqtbU1OwV48ODB5Ohomj5P+CFKIdJpYMpvZWXF2rcczgk+iqbPE/6ITog7Ozs2VaaryJI+Mcpiph1F0+cJv0QnRNpqCMOZINhIm8OLrIZp+jzhl2BC5APFio8lv0plVD58xhuB57OV8Ss2fZ7wS/AB7b7Al0cD2uGIttcsJotKQsyrCpt3rMswMM8KQFK2mwIU/pExVkSBUrOIAglRRIGEKKLASxtxUo2xMs36w5sQs8YR3dib622WNapCbIZa95xJuRNU0wRNzXUNp10x1Ap/BBNiXcNpVwy1wi/BhFjXcIoQumCoFX4J3mtu2nBa9/Wafp/iSYIKkcZ/k4bTuq/X9PsUuwkmxKYNpzLGdptgQmzacFr39Zp+nyKbYELkQ6xjOEUIXTDUCr8EHdDuE3wJNKAdjuC9ZiHK4E2Ik2iMzTsmqiFjrIgCpWYRBRKiiILOCpGeOvPCoh9EIUQEFbqTQ8eC1+CniI9CISISeobpD9Dtw0LF1BjRyZEWFZ4+etLpbdjnxzUwGly9etUOLrueaPqc9PXrwvQdA9Xnz5/vVa++L4wdEZmT5eaMoyINbmcMp25LD3ojCKbW8P9x45802O7TRlUfaZjXxuN45syZZI+IhbGFiF2KWZXFxcVkT3mOJzcav3z5sv2ZBZGMu9cX3SA8L3Kn92GAPXz48MgvjmgHL23E69ev29vZVk15OLGLzAUIBoMqNxPPw92llHs8OxAvInauGsDkQBRPP0+0Tykh4lZeXl4etNmWlpaSI//gfHsuwqVhdV+6vedSLKLNu98yr8HzeV1uFjmcuodBbKR4xA1cf2ZmZrAEwIHoSc9FERb4Egy3V9n6NnsUA6WEiE2Ktppr59F+G4YP/MiRI8mjfxluIzpTAFHOLcPMwrURL168aNePlOmwEDW5LgLifs7glgCkoSlBBC8CcWOUTb9/Nt1w3D9eUjPwgRPhEE0ZMJ0i8CL4wHG1cO2iKJROuwsLC2ZraytTMIgQMRahiNgc3oTIB37z5k0zOzub7MmnbIrkAy9rVOU4z+PLgNi4C/4wXC+vSZBGEbE5vAkR6DBMTU0lj4rZ3Nw08/PzmT1Y10bE2YJgy3odEd/c3Jz9Pd1JcZCy9+zZM+jciDho1X1DdMJQWscRTZsRIVc1onJe3028XcRrRKwK6Y0ZFaIiMyyhYVaHtJw3binaoVUhAsMy6+vrg8VLoSD903ZcXV1V+y5CZIwVUdB6RBQCJEQRBRKiiILSbUSGPUZVhc07Fgt0VlTdNV4qCXHU+FveMScApvPKCtSNL7olmk1VfhXtETQ147RR5VdRhmBCJBKq8qsoSzAhIgRVfhVlibbXXLeCa93zRLtEKUQ6G0z5qfLr5BCdEFX5dTKJToi08RBU1Qqudc8TcRBMiAgBSz3mVlV+FUUEH9CODb4EGtCOj2h7zWKyqCTEvKqwsVeMZYCdFXmkbDcFKOJBxlgRBUrNIgokRBEFEqKIAi9txK4bY2WabR9vQswaR3RjdnlG1VGEMtTmjSPmHRNhCZqa6xpVmzbUivYJJsS6RtWmDbUiDoIJsa5RtWlDrYiD4L3mpo2qMsZ2k6BCbNqo2vTrCX8EE2LTRlUZY7tNMCE2bVSVMbbbBBMiH34doyoCatJQK+Ig6IB2jCBmDWjHR/BesxBl8CbELhtj846JZpAxVkSBUrOIAglRRIGEKKKgc0JkqKgL1q4q79PX3+Q6XVU6jE3+P3lPvLfdr2fM/wHZAwub8dDmXAAAAABJRU5ErkJggg==)

## Определение проблемы ближайшего вектора и способы ее решения
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Рассмотрим Проблему Ближайшего Вектора(ПБВ): Дан базис решетки и целевой вектор , найти точку решетки **Bx** такую, что минимально. Это задача оптимизации (минимизации) с допустимыми решениями, заданными всеми целочисленными векторами , и целевой функцией f(**x**) = .

Пусть **B = [B**’, **b**] и **x** = (**x**’, *x*), где , ,и .

Заметим, что если вы зафиксируете значение *x*, то задача ПБВ (**B, t**) потребует найти значение такое, что минимизировано. Это также экземпляр ПБВ (**B’, t’**) с модифицированным , и решеткой меньшего размера . В частности, пространство решений сейчас состоит из (n – 1) целочисленных переменных **x**’. Это говорит о том, что можно решить ПБВ путем установки значения **x** по одной координате за раз.

Есть несколько способов превратить этот подход к уменьшению размерности в алгоритм, используя некоторые стандартные методы алгоритмического программирования. Простейшие техники такие:

* жадный метод, который выдает приближенные значения, но работает за полиномиальное время, и
* метод ветвей и границ, который выдает точные решение за суперэкспоненциальное время.

Оба метода основаны на очень простой нижней оценке целевой функции:

## Жадный метод: Алгоритм ближайшей плоскости Бабая

Жадный метод состоит из выбора переменных по одной, определяющих пространство решений, каждый раз выбирая значение, которые выглядит более многообещающим. В нашем случае, выберем значение *x*, которое дает наименьшее возможное значение для нижней границы . Напомним, что и , и что для любого фиксированного значения *x*, ПБВ (**B, t**) сводится к ПБВ (**B’, t’**), где . Используя для нижней границы, мы хотим выбрать значение *x* такое, что

Как можно меньшее. Это очень простая 1-размерная ПБВ проблема (с решеткой и целью ), которая может быть сразу решена установкой

где компонента вектора **b**, ортогональная другим базисным векторам. Вот и все! Полный алгоритм приведен ниже:

Greedy([], **t**) = **0**

Greedy([**B** *,***b**],**t**) = *c* · **b** + Greedy(**B**, **t** − *c* · **b**)

где **b**∗ = **b**⊥**B**

*x* =

*c* =

Как уже сказано выше, весь алгоритм состоит в сокращении размерности путем установки одной координаты за раз и рекурсивных вызовах.

Функция projection принимает на вход вектор и матрицу, а возвращает вектор , ортогональный другим базисным векторам.

Алгоритм прост и его программирование не должно вызвать сильных затруднений.

Пример работы:
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Более сложный случай:

![](data:image/png;base64,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)

Полный код на Python:

def projection(matrix, vector):

    projection = np.zeros(vector.shape)

    for i in range(0, matrix.shape[0]):

        projection += (scalar(vector, matrix[i]) /

                       scalar(matrix[i], matrix[i])) \* matrix[i]

    result = vector - projection

    return result

def greedy(matrix, target):

    if (matrix.shape[0] == 0):

        return 0

    b = matrix[-1]

    matrix = matrix[:-1]

    b\_star = projection(matrix, b)

    x = scalar(target, b\_star) / scalar(b\_star, b\_star)

    c = round(x)

    return c \* b + greedy(matrix, target - c \* b)

## Метод Ветвей и Границ: Алгоритм Перечисления

Структура похожа на жадный алгоритм, но вместо жадной установки на наиболее подходящее значение (то есть на то, для которого нижняя граница расстояния минимальна), мы ограничиваем множество всех возможных значений для *x*, и затем мы переходим на каждую из них для решения каждой соответствующей подзадачи независимо. В заключении, мы выбираем наилучшее возможное решение среди возвращенных всеми ветками.

Чтобы ограничить значения, которые может принимать *x*, нам также нужна верхняя граница расстояния от цели до решетки. Ее можно получить несколькими способами. Например, можно просто использовать (расстояние от цели до начала координат) в качестве верхней границы. Обычно лучше использовать жадный алгоритм, чтобы найти приближенное решение **v** = Greedy(**B, t**), и использовать в качестве верхней границы. Как только верхняя граница *u* установлена, можно ограничить переменную *x* такими значениями, что .

Окончательный алгоритм похож на жадный и описан ниже:

Branch&Bound([],**t**) = **0**

Branch&Bound([**B***,***b**],**t**) = closest(*V* ,**t**)

где **b**∗ = **b**⊥**B**

**v** = Greedy(**B**,**t**)

*X* = {}

*V* = {*x* · **b** + Branch&Bound(**B***,***t** − *x* · **b**):*x* ∈ *X*}

где closest(*V, t*) выбирает вектор в ближайший к цели **t.**

Как и для жадного алгоритма, производительность алгоритма Ветвей и Границ может быть произвольно плохой, если мы сперва не сократим базисы.

Сложность алгоритма заключается в нахождении множества X. Его можно найти, используя выражение, выведенное в прошлом алгоритме: . С помощью него мы найдем x, который точно удовлетворяет множеству, а затем будет увеличивать/уменьшать до тех пор, пока выполняется условие

Функция closest\_vector на вход принимает матрицу и вектор, и на основании расстояний между векторами возвращает ближайший к входному вектору вектор из матрицы.

Пример работы:
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Более сложный случай:
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Сравнение с Greedy:

![](data:image/png;base64,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)

Полный под на Python:

def closest\_vector(matrix, vector):

    closest = matrix[0]

    for v in matrix:

        if (distance\_between\_two\_vectors(vector, v) < distance\_between\_two\_vectors(vector, closest)):

            closest = v

    return closest

def branch\_and\_bound(matrix, target):

    if (matrix.shape[0] == 0):

        return 0

    b = matrix[-1]

    matrix = matrix[:-1]

    v = greedy(matrix, target)

    b\_star = projection(matrix, b)

    upper\_bound = math.ceil(norm(target - v))

    x\_array = np.array([2, 3])

    v\_array = []

    x\_middle = math.floor(scalar(target, b\_star) / scalar(b\_star, b\_star))

    lower\_bound = norm(projection(matrix, target - x\_middle \* b))

    x = x\_middle

    temp\_lower\_bound = lower\_bound

    while (temp\_lower\_bound <= upper\_bound):

        x += 1

        temp\_lower\_bound = norm(projection(matrix, target - x \* b))

    x\_highest = x

    x = x\_middle

    temp\_lower\_bound = lower\_bound

    while (temp\_lower\_bound <= upper\_bound):

        x -= 1

        temp\_lower\_bound = norm(projection(matrix, target - x \* b))

    x\_lowest = x + 1

    for i in range(x\_lowest, x\_highest):

        x\_array = np.append(x\_array, i)

    for x in x\_array:

        res = x \* b + branch\_and\_bound(matrix, target - x \* b)

        v\_array.append(res)

    v\_array = np.array(v\_array)

    return closest\_vector(v\_array, target)

# **Разбор основных модулей программы**

Программа состоит из 5 модулей.

* В модуле HNF.py находятся функции для нахождения ЭНФ матрицы с полным рангом строки, функции AddColumn и функции нахождения ЭНФ в общем случае.
* В модуле CVP.py находятся функции для решения задачи ближайшего вектора – greedy, реализующая жадный алгоритм, и branch\_and\_bound, реализующая метод ветвей и границ.
* В модуле wolfram.py находится функция для проверки ЭНФ с помощью WolframAlpha
* В модуле utils.py находятся различные вспомогательные функции, такие как скалярное произведение векторов, норма вектора, функция для получения ранга матрицы, функция для проверки линейной независимости строк матрицы, алгортим ортогонализации Грама-Шмидта, алгоритм получение детерминанта через Грама-Шмидта, расширенный НОД алгоритм, функция сокращения вектора относительно диагональных элементов матрицы, функция проекции и обратной проекции, а также различные функции для создания случайных матриц.
* В модуле \_\_main\_\_.py находятся функции-примеры решения различных задач, а так же общие функции, находящие ЭНФ от случайных матриц, а также ближайший вектор для случайно заданного базиса и случайной цели.

# **Заключение**

Результатом работы является программа, позволяющая находить ЭНФ матриц, а также решать различные проблемы решеток, и решать проблему ближайшего вектора двумя способами.

# **Полный исходный код**

wolfram.py:

import wolframalpha

def get\_HNF\_from\_wolfram\_alpha(matrix):

    app\_id = '55HY54-H7V5VVRTGY'

    client = wolframalpha.Client(app\_id)

    query = "HermiteDecomposition[{{"

    for i in range(matrix.shape[0]):

        for j in range(matrix.shape[1]):

            if (j == matrix.shape[1] - 1):

                query += str(matrix[i, j])

            else:

                query += str(matrix[i, j]) + ", "

        if (i == matrix.shape[0] - 1):

            query += "}}]"

        else:

            query += "}, {"

    res = client.query(query)

    answer = next(res.results).text

    answer = str(answer)

    index = answer.find("H =")

    result = answer[index:]

    result = result.replace("H = ", "")

    result = result.replace("(", "")

    result = result.replace(")", "")

    return result

utils.py:

import numpy as np

import sympy

from sympy.matrices import matrices

from sympy.matrices.dense import Matrix

def scalar(vector1, vector2):

    s = 0

    for i in range(vector1.size):

        s += vector1[i] \* vector2[i]

    return s

def norm(vector):

    return np.sqrt(scalar(vector, vector))

def distance\_between\_two\_vectors(vector1, vector2):

    return np.sqrt(scalar(vector1 - vector2, vector1 - vector2))

def generate\_random\_linearly\_independent\_matrix(n, m, lowest, highest):

    if (n > m):

        raise("Number of vectors should be less or equal than their size")

    matrix = np.random.randint(lowest, highest, (n, m))

    while not check\_linear\_independent(matrix):

        matrix = np.random.randint(lowest, highest, (n, m))

    return matrix

def generate\_random\_linearly\_independent\_float\_matrix(n, m, lowest, highest):

    if (n > m):

        raise("Number of vectors should be less or equal than their size")

    matrix = np.random.uniform(lowest, highest, (n, m))

    for i in range(matrix.shape[0]):

        for j in range(matrix.shape[1]):

            matrix[i, j] = round(matrix[i, j], 1)

    while not check\_linear\_independent(matrix):

        matrix = np.random.uniform(lowest, highest, (n, m))

        for i in range(matrix.shape[0]):

            for j in range(matrix.shape[1]):

                matrix[i, j] = round(matrix[i, j], 1)

    return matrix

def generate\_random\_array(m, lowest, highest):

    array = np.random.uniform(lowest, highest, m)

    for i in range(array.shape[0]):

        array[i] = round(array[i], 1)

    return array

# matrix is full row rank if rank(matrix) == m

def generate\_random\_matrix\_with\_full\_row\_rank(m, n, lowest, highest):

    matrix = np.random.randint(lowest, highest, (m, n))

    rank = get\_matrix\_rank(matrix)

    while m != rank:

        matrix = np.random.randint(lowest, highest, (m, n))

        rank = get\_matrix\_rank(matrix)

    return matrix

def generate\_random\_matrix(m, n, lowest, highest):

    matrix = np.random.randint(lowest, highest, (m, n))

    return matrix

def generate\_random\_float\_matrix(m, n, lowest, highest):

    matrix = np.random.uniform(lowest, highest, (m, n))

    for i in range(matrix.shape[0]):

        for j in range(matrix.shape[1]):

            matrix[i, j] = round(matrix[i, j], 2)

    return matrix

def get\_matrix\_rank(matrix):

    return np.linalg.matrix\_rank(matrix)

def check\_linear\_independent(matrix):

    # inds - indexes of linear independent rows

    temp, inds = sympy.Matrix(matrix.T).rref()

    number\_of\_linear\_independent\_rows = len(inds)

    number\_of\_vectors = matrix.shape[0]

    if (number\_of\_linear\_independent\_rows != number\_of\_vectors):

        return False

    return True

def gram\_schmidt(matrix, normalize=False, delete\_zero\_rows=True):

    basis = []

    for vector in matrix:

        projections = np.sum(

            (scalar(vector, b) / scalar(b, b)) \* b for b in basis)

        r = vector - projections

        is\_all\_zero = np.all(r == 0)

        if (delete\_zero\_rows):

            if (not is\_all\_zero):

                if (normalize):

                    basis.append(r / scalar(r, r))

                else:

                    basis.append(r)

        else:

            if (normalize):

                basis.append(r / scalar(r, r))

            else:

                basis.append(r)

    return np.array(basis)

def det\_by\_gram\_schmidt(matrix):

    result = 1

    matrix = gram\_schmidt(matrix.T)

    for v in matrix:

        result \*= norm(v)

    return result

def gcd\_extended(a, b):

    if a == 0:

        return b, 0, 1

    gcd, x1, y1 = gcd\_extended(b % a, a)

    x = y1 - (b//a) \* x1

    y = x1

    return gcd, x, y

def sign(a):

    if np.sign(a) == 1 or np.sign(a) == 0:

        return True

    else:

        return False

def reduce(vector, matrix):

    for i in range(vector.shape[0]):

        while(vector[i] < 0):

            vector += matrix.T[i]

        while(vector[i] >= matrix[i, i]):

            vector -= matrix.T[i]

    return vector

def projection(matrix):

    # inds - indexes of linear independent rows

    temp, inds = sympy.Matrix(matrix.T).rref()

    result = []

    for i in inds:

        result.append(matrix[i])

    result = np.array(result)

    return result

def inverse\_projection(HNF, matrix):

    # inds - indexes of linear independent rows

    temp, inds = sympy.Matrix(matrix.T).rref()

    basis = HNF

    independent\_vectors = []

    for i in inds:

        independent\_vectors.append(matrix[i])

    independent\_vectors = np.array(independent\_vectors)

    for i in range(matrix.shape[0]):

        if i not in inds:

            x = np.linalg.solve(independent\_vectors.T, matrix[i])

            result = np.zeros\_like(x)

            for j in range(HNF.shape[0]):

                result += HNF[j] \* x[j]

            result = np.array([result])

            basis = np.append(basis, result, axis=0)

    return basis

def print\_matrix(matrix):

    res = str()

    for i in range(matrix.shape[0]):

        for j in range(matrix.shape[1]):

            if (j == matrix.shape[1] - 1):

                if (i != matrix.shape[0] - 1):

                    res += str(matrix[i, j]) + "\n"

                else:

                    res += str(matrix[i, j])

            else:

                res += str(matrix[i, j]) + " | "

    print(res)

CVP.py:

import math

from utils import \*

def projection(matrix, vector):

    projection = np.zeros(vector.shape)

    for i in range(0, matrix.shape[0]):

        projection += (scalar(vector, matrix[i]) /

                       scalar(matrix[i], matrix[i])) \* matrix[i]

    result = vector - projection

    return result

def closest\_vector(matrix, vector):

    closest = matrix[0]

    for v in matrix:

        if (distance\_between\_two\_vectors(vector, v) < distance\_between\_two\_vectors(vector, closest)):

            closest = v

    return closest

def greedy(matrix, target):

    if (matrix.shape[0] == 0):

        return 0

    b = matrix[-1]

    matrix = matrix[:-1]

    b\_star = projection(matrix, b)

    x = scalar(target, b\_star) / scalar(b\_star, b\_star)

    c = round(x)

    return c \* b + greedy(matrix, target - c \* b)

def branch\_and\_bound(matrix, target):

    if (matrix.shape[0] == 0):

        return 0

    b = matrix[-1]

    matrix = matrix[:-1]

    v = greedy(matrix, target)

    b\_star = projection(matrix, b)

    upper\_bound = math.ceil(norm(target - v))

    x\_array = np.array([2, 3])

    v\_array = []

    x\_middle = math.floor(scalar(target, b\_star) / scalar(b\_star, b\_star))

    lower\_bound = norm(projection(matrix, target - x\_middle \* b))

    x = x\_middle

    temp\_lower\_bound = lower\_bound

    while (temp\_lower\_bound <= upper\_bound):

        x += 1

        temp\_lower\_bound = norm(projection(matrix, target - x \* b))

    x\_highest = x

    x = x\_middle

    temp\_lower\_bound = lower\_bound

    while (temp\_lower\_bound <= upper\_bound):

        x -= 1

        temp\_lower\_bound = norm(projection(matrix, target - x \* b))

    x\_lowest = x + 1

    for i in range(x\_lowest, x\_highest):

        x\_array = np.append(x\_array, i)

    for x in x\_array:

        res = x \* b + branch\_and\_bound(matrix, target - x \* b)

        v\_array.append(res)

    v\_array = np.array(v\_array)

    return closest\_vector(v\_array, target)

HNF.py:

import numpy as np

from numpy import linalg

from utils import \*

def HNF\_full\_row\_rank(matrix):  # Hermite Normal Form of full rank matrix

    m = matrix.shape[0]

    n = matrix.shape[1]

    # inds - indexes of linear independent columns

    # number of such rows is equal to m, so B\_stroke always m x m

    temp, inds = sympy.Matrix(matrix).rref()

    B\_stroke = []

    for i in inds:

        B\_stroke.append(matrix.T[i])

    B\_stroke = (np.array(B\_stroke)).T

    det = round(det\_by\_gram\_schmidt(B\_stroke))

    H = np.eye(m, dtype=int) \* det

    for i in range(n):

        H = add\_column(H, matrix.T[i])

    num\_of\_additional\_zero\_vectors = n - m

    zero\_vector = np.array([np.zeros(m, dtype=int)])

    for i in range(num\_of\_additional\_zero\_vectors):

        H = np.append(H.T, zero\_vector, axis=0).T

    return H

def add\_column(H, b\_column):

    if (H.shape[1] == 0):

        return H

    a = H[0, 0]

    h = H[1:, 0]

    H\_stroke = H[1:, 1:]

    b = b\_column[0]

    b\_stroke = b\_column[1:]

    g, x, y = gcd\_extended(a, b)

    U = np.array([[x, -b / g], [y, a / g]])

    first\_column = np.append(np.array(a), h)

    second\_column = np.append(np.array(b), b\_stroke)

    temp\_matrix = np.array([first\_column, second\_column]).T

    temp\_result = np.dot(temp\_matrix, U)

    h\_stroke = temp\_result.T[0, 1:]

    b\_double\_stroke = temp\_result.T[1, 1:]

    b\_double\_stroke = reduce(b\_double\_stroke, H\_stroke)

    H\_double\_stroke = add\_column(H\_stroke, b\_double\_stroke)

    h\_stroke = reduce(h\_stroke, H\_double\_stroke)

    length\_of\_zeros = H\_double\_stroke.shape[0]

    result = np.array(np.append(np.array([np.append(np.array(g), np.zeros(length\_of\_zeros, dtype=int))]), np.append(

        np.array([h\_stroke]), H\_double\_stroke.T, axis=0).T, axis=0), dtype=int)

    return result

def HNF(matrix):

    m = matrix.shape[0]

    n = matrix.shape[1]

    B\_stroke = projection(matrix)

    B\_double\_stroke = HNF\_full\_row\_rank(B\_stroke)

    result = inverse\_projection(B\_double\_stroke, matrix)

    return result

\_\_main\_\_.py:

from HNF import HNF, HNF\_full\_row\_rank

from CVP import greedy, branch\_and\_bound

from wolfram import get\_HNF\_from\_wolfram\_alpha

import numpy as np

from utils import generate\_random\_array, generate\_random\_linearly\_independent\_float\_matrix, generate\_random\_linearly\_independent\_matrix, generate\_random\_matrix, generate\_random\_matrix\_with\_full\_row\_rank, generate\_random\_float\_matrix, print\_matrix

def HNF\_problem():

    # n >= m, if matrix should be full row rank

    m = 3  # size of vector

    n = 3  # number of vectors

    lowest = 0

    highest = 6

    # generate matrix with full row rank or random matrix

    # columns of generated matrix B are vectors

    # B = [b1, .., bn]

    # bi = |bi1|

    #      |bi2|

    #      |...|

    #      |bim|

    #

    # B = [b11, .., bn1]

    #     [b12, .., bn2]

    #     ..............

    #     [b1m, .., bnm]

    B = generate\_random\_matrix\_with\_full\_row\_rank(m, n, lowest, highest)

    print("B = \n{}".format(B))

    print("B.T = \n{}".format(B.T))

    # get HNF of full ranked B

    H = HNF\_full\_row\_rank(B)

    H\_str = get\_HNF\_from\_wolfram\_alpha(B.T)

    print("HNF(B) = \n{}\n".format(H))

    print("HNF(B).T = \n{}\n".format(H.T))

    print("HNF(B) from wolfram alpha = \n{}".format(H\_str))

    m = 5  # size of vector

    n = 3  # number of vectors

    lowest = 0

    highest = 6

    B = generate\_random\_matrix(m, n, lowest, highest)

    print("B = \n{}".format(B))

    print("B.T = \n{}".format(B.T))

    H = HNF(B)

    H\_str = get\_HNF\_from\_wolfram\_alpha(B.T)

    print("HNF(B) = \n{}".format(H))

    print("HNF(B).T = \n{}".format(H.T))

    print("HNF(B) from wolfram alpha = \n{}".format(H\_str))

def CVP\_problem():

    m = 2  # vector size

    n = 2  # number of vectors

    lowest = 0

    highest = 3

    arr\_lowest = 0

    arr\_highest = 5

    # generate matrix with linear independent vectors

    # vectors of generated matrix B are vectors

    # B = |b1|

    #     |b2|

    #     |..|

    #     |bn|

    #

    # bi = [bi1, bi2, .. bim]

    #

    # B = [b11, .., b1m]

    #     [b21, .., b2m]

    #     ..............

    #     [bn1, .., bnm]

    B = generate\_random\_linearly\_independent\_matrix(

        n, m, lowest, highest)

    print("B = \n{}".format(B))

    t = generate\_random\_array(m, arr\_lowest, arr\_highest)

    print("t = {}".format(t))

    print("Result of greedy: {}".format(greedy(B, t)))

    print("Result of b&b: {}".format(branch\_and\_bound(B, t)))

    B = generate\_random\_linearly\_independent\_float\_matrix(

        n, m, lowest, highest)

    print("B = \n{}".format(B))

    t = generate\_random\_array(m, arr\_lowest, arr\_highest)

    print("t = {}".format(t))

    print("Result of greedy: {}".format(greedy(B, t)))

    print("Result of b&b: {}".format(branch\_and\_bound(B, t)))

def main\_problem\_HNF():

    m = 5  # size of vector

    n = 3  # number of vectors

    lowest = 0

    highest = 6

    B = generate\_random\_matrix(m, n, lowest, highest)

    print("B = \n{}".format(B))

    H = HNF(B)

    H\_str = get\_HNF\_from\_wolfram\_alpha(B.T)

    print("HNF(B) = \n{}".format(H))

    print("HNF(B).T = \n{}".format(H.T))

    print("HNF(B) from wolfram alpha = \n{}".format(H\_str))

def equality\_problem\_HNF():

    B = np.array([[1, 0, 3], [2, 1, -1]])

    B\_stroke = np.array([[1, 2, 3], [3, 2, 2]])

    H1 = HNF(B)

    H2 = HNF(B\_stroke)

    print("B = \n{}".format(B))

    print("B' = \n{}".format(B\_stroke))

    print("HNF(B) = \n{}".format(H1))

    print("HNF(B') = \n{}".format(H2))

def union\_of\_lattices\_problem\_HNF():

    B = np.array([[1, 0, 3], [2, 1, -1]])

    B\_stroke = np.array([[1, 2, 3], [3, 2, 2]])

    arr = np.append(B, B\_stroke, axis=1)

    H = HNF(arr)

    print("B = \n{}".format(B))

    print("B' = \n{}".format(B\_stroke))

    print("B|B' = \n{}".format(arr))

    print("HNF(B|B') = \n{}".format(H))

def containtment\_problem\_HNF():

    B = np.array([[1, 0, 3], [2, 1, -1]])

    B\_stroke = np.array([[1, 2, 3], [3, 2, 2]])

    arr = np.append(B, B\_stroke, axis=1)

    H1 = HNF(arr)

    H2 = HNF(B)

    print("B = \n{}".format(B))

    print("B' = \n{}".format(B\_stroke))

    print("B|B' = \n{}".format(arr))

    print("HNF(B') = \n{}".format(H1))

    print("HNF(B|B') = \n{}".format(H2))

def membership\_problem\_HNF():

    B = np.array([[1, 0, 3], [2, 1, -1]])

    vector = np.array([[1, 1]])

    arr = np.append(B, vector.T, axis=1)

    H1 = HNF(arr)

    H2 = HNF(B)

    print("B = \n{}".format(B))

    print("v = \n{}".format(vector))

    print("B|v = \n{}".format(arr))

    print("HNF(v) = \n{}".format(H1))

    print("HNF(B|v) = \n{}".format(H2))

def main():

    # main\_problem\_HNF()

    # equality\_problem\_HNF()

    # union\_of\_lattices\_problem\_HNF()

    # containtment\_problem\_HNF()

    # membership\_problem\_HNF()

    # HNF\_problem()

    CVP\_problem()

if \_\_name\_\_ == '\_\_main\_\_':

    main()

# **Ссылки на источники**

* <https://cseweb.ucsd.edu/classes/sp14/cse206A-a/index.html>
* <https://en.wikipedia.org/wiki/Hermite_normal_form>
* <https://amp.ww.google-info.org/8261985/1/ermitova-normalnaya-forma.html>
* <https://en.wikipedia.org/wiki/Lattice_problem>
* <https://cims.nyu.edu/~regev/teaching/lattices_fall_2004/ln/cvp.pdf>
* <https://cseweb.ucsd.edu/classes/wi12/cse206A-a/LecEnum.pdf>
* <https://www.wolframalpha.com/widgets/view.jsp?id=1fb417d31b95c3c924c112209b5c65bd>
* <https://wolframalpha.readthedocs.io/en/latest/?badge=latest>